**EXPERIMENT -6**

**Single Pass Assembler**

## Aim

To implement a single pass assembler

**Program**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct

{

    int address;

    char label[40], opcode[40], operand[40], objcode[40];

} pgm;

struct

{

    char opcode[40];

    int value;

} optab[1000];

int optab\_len = 0;

struct

{

    char label[40];

    int value;

} symtab[1000];

int symtab\_len = 0;

struct LocationPtr

{

    int location;

    struct LocationPtr \*next;

};

struct ForwardRef

{

    char label[40];

    struct LocationPtr \*head;

} forward\_ref[1000];

int forward\_ref\_len = 0;

int searchOptab(char opcode[40])

{

    for (int i = 0; i < optab\_len; i++)

    {

        if (strcmp(opcode, optab[i].opcode) == 0)

            return i;

    }

    return -1;

}

int searchSymtab(char label[40])

{

    for (int i = 0; i < symtab\_len; i++)

    {

        if (strcmp(label, symtab[i].label) == 0)

            return i;

    }

    return -1;

}

void writeTextRecord(FILE \*temp\_ptr, FILE \*record\_ptr, int \*text\_len, int \*text\_starting\_addr, int new\_starting\_addr)

{

    if (\*text\_len == 0)

        return;

    char str[100];

    fclose(temp\_ptr);

    fprintf(record\_ptr, "\nT^%06X^%02X", \*text\_starting\_addr, \*text\_len);

    temp\_ptr = fopen("op/temp.txt", "r");

    fscanf(temp\_ptr, "%s", str);

    fprintf(record\_ptr, "%s", str);

    fclose(temp\_ptr);

    \*text\_len = 0;

    temp\_ptr = fopen("op/temp.txt", "w");

    \*text\_starting\_addr = new\_starting\_addr;

}

void checkTextRecordLimit(FILE \*temp\_ptr, FILE \*record\_ptr, int \*text\_len, int \*text\_starting\_addr, int offset, int new\_starting\_addr, int \*obj\_staring\_addr)

{

    if (\*text\_starting\_addr == -1)

        \*text\_starting\_addr = new\_starting\_addr;

    if (\*obj\_staring\_addr == -1)

        \*obj\_staring\_addr = new\_starting\_addr;

    if ((\*text\_len + offset) \* 2 > 60)

    {

        writeTextRecord(temp\_ptr, record\_ptr, text\_len, text\_starting\_addr, new\_starting\_addr);

    }

}

int addToForwardRef(char label[40], int location)

{

    int i;

    struct LocationPtr \*newLocationPtr = (struct LocationPtr \*)malloc(sizeof(struct LocationPtr));

    newLocationPtr->location = location + 1;

    newLocationPtr->next = NULL;

    for (i = 0; i < forward\_ref\_len; i++)

    {

        if (strcmp(forward\_ref[i].label, label) == 0)

        {

            struct LocationPtr \*temp = forward\_ref[i].head;

            while (temp->next != NULL)

                temp = temp->next;

            temp->next = newLocationPtr;

            break;

        }

    }

    if (i == forward\_ref\_len)

    {

        strcpy(forward\_ref[i].label, label);

        forward\_ref[i].head = newLocationPtr;

        forward\_ref\_len++;

    }

}

int checkAndRemoveForwardRef(char label[40], int location, FILE \*temp\_ptr, FILE \*record\_ptr, int \*text\_len, int \*text\_starting\_addr)

{

    for (int i = 0; i < forward\_ref\_len; i++)

    {

        if (strcmpi(forward\_ref[i].label, label) == 0)

        {

            writeTextRecord(temp\_ptr, record\_ptr, text\_len, text\_starting\_addr, location);

            struct LocationPtr \*temp = forward\_ref[i].head;

            while (temp != NULL)

            {

                fprintf(record\_ptr, "\nT^%06X^%02X^%X", temp->location, 2, location);

                temp = temp->next;

            }

            break;

        }

    }

}

void main()

{

    FILE \*pgm\_ptr, \*optab\_ptr, \*record\_ptr, \*temp\_ptr, \*symtab\_ptr;

    int location\_ctr = 0, text\_len = 0, text\_starting\_addr = -1, program\_obj\_staring\_addr = -1, program\_starting\_addr;

    record\_ptr = fopen("op/record.txt", "w");

    temp\_ptr = fopen("op/temp.txt", "w");

    symtab\_ptr = fopen("op/symtab.txt", "w");

    pgm\_ptr = fopen("input/source\_code.txt", "r");

    printf("Reading Optab\n");

    optab\_ptr = fopen("input/optab.txt", "r");

    while (fscanf(optab\_ptr, "%s%X", optab[optab\_len].opcode, &optab[optab\_len].value) != EOF)

        optab\_len++;

    printf("Reading Program\n");

    printf("Generating record.txt\n");

    printf("Generating symtab.txt\n");

    while (fscanf(pgm\_ptr, "%s%s%s", pgm.label, pgm.opcode, pgm.operand) != EOF)

    {

        pgm.address = location\_ctr;

        if (strcmp(pgm.opcode, "START") == 0)

        {

            location\_ctr = strtol(pgm.operand, NULL, 16);

            program\_starting\_addr = strtol(pgm.operand, NULL, 16);

            pgm.address = location\_ctr;

        }

        else if (searchOptab(pgm.opcode) != -1 || strcmp(pgm.opcode, "WORD") == 0)

        {

            location\_ctr += 3;

        }

        else if ((strcmp(pgm.opcode, "RESW") == 0))

        {

            location\_ctr = location\_ctr + 3 \* strtol(pgm.operand, NULL, 10);

        }

        else if ((strcmp(pgm.opcode, "RESB") == 0))

        {

            location\_ctr += strtol(pgm.operand, NULL, 10);

        }

        else if ((strcmp(pgm.opcode, "BYTE") == 0))

        {

            if (pgm.operand[0] == 'X')

                location\_ctr += (strlen(pgm.operand) - 3) / 2;

            else if (pgm.operand[0] == 'C')

                location\_ctr += (strlen(pgm.operand) - 3);

        }

        else if (strcmp(pgm.opcode, "END") == 0)

        {

        }

        else

        {

            printf("\nERROR: INVALID OPCODE, %s", pgm.opcode);

            continue;

        }

        if (searchSymtab(pgm.label) == -1 && !(strcmp(pgm.label, "\*\*") == 0))

        {

            checkAndRemoveForwardRef(pgm.label, pgm.address, temp\_ptr, record\_ptr, &text\_len, &text\_starting\_addr);

            strcpy(symtab[symtab\_len].label, pgm.label);

            symtab[symtab\_len].value = pgm.address;

            fprintf(symtab\_ptr, "%-7s %6X\n", symtab[symtab\_len].label, symtab[symtab\_len].value);

            symtab\_len++;

        }

        else if (!(strcmp(pgm.label, "\*\*") == 0))

        {

            printf("ERROR: DUPLICATE LABEL, %s\n", pgm.label);

        }

        if (strcmp(pgm.opcode, "START") == 0)

        {

            fprintf(record\_ptr, "H^%6.6s^%06s^%06X", pgm.label, pgm.operand, 0x0);

        }

        else if (searchOptab(pgm.opcode) != -1)

        {

            checkTextRecordLimit(temp\_ptr, record\_ptr, &text\_len, &text\_starting\_addr, 3, pgm.address, &program\_obj\_staring\_addr);

            int op\_pos = searchOptab(pgm.opcode);

            int sym\_pos = searchSymtab(pgm.operand);

            if (sym\_pos != -1)

            {

                fprintf(temp\_ptr, "^%02X%X", optab[op\_pos].value, symtab[sym\_pos].value);

            }

            else if (strstr(pgm.operand, ",X"))

            {

                char label[40] = "";

                strncpy(label, pgm.operand, strlen(pgm.operand) - 2);

                int sym\_pos = searchSymtab(label);

                if (sym\_pos != -1)

                {

                    int value = symtab[sym\_pos].value + 0x8000;

                    fprintf(temp\_ptr, "^%02X%X", optab[op\_pos].value, value);

                }

                else

                {

                    fprintf(temp\_ptr, "^%02X%04X", optab[op\_pos].value, 0x0);

                    addToForwardRef(pgm.operand, pgm.address);

                }

            }

            else

            {

                fprintf(temp\_ptr, "^%02X%04X", optab[op\_pos].value, 0x0);

                addToForwardRef(pgm.operand, pgm.address);

            }

            text\_len += 3;

        }

        else if (strcmp(pgm.opcode, "BYTE") == 0)

        {

            float temp\_len = 0;

            for (int i = 0; i < strlen(pgm.operand); i++)

            {

                if (pgm.operand[i] == 'C' || pgm.operand[i] == 'X' || pgm.operand[i] == '\'')

                    continue;

                if (pgm.operand[0] == 'C')

                    temp\_len += 2;

                else if (pgm.operand[0] == 'X')

                    temp\_len += 1;

            }

            checkTextRecordLimit(temp\_ptr, record\_ptr, &text\_len, &text\_starting\_addr, temp\_len / 2, pgm.address, &program\_obj\_staring\_addr);

            fprintf(temp\_ptr, "%s", "^");

            for (int i = 0; i < strlen(pgm.operand); i++)

            {

                if (pgm.operand[i] == 'C' || pgm.operand[i] == 'X' || pgm.operand[i] == '\'')

                    continue;

                if (pgm.operand[0] == 'X')

                    fprintf(temp\_ptr, "%C", pgm.operand[i]);

                else if (pgm.operand[0] == 'C')

                    fprintf(temp\_ptr, "%X", pgm.operand[i]);

            }

            text\_len += temp\_len / 2;

        }

        else if (strcmp(pgm.opcode, "WORD") == 0)

        {

            checkTextRecordLimit(temp\_ptr, record\_ptr, &text\_len, &text\_starting\_addr, 3, pgm.address, &program\_obj\_staring\_addr);

            fprintf(temp\_ptr, "^%06X", strtol(pgm.operand, NULL, 10));

            text\_len += 3;

        }

    }

    if (text\_len != 0)

        writeTextRecord(temp\_ptr, record\_ptr, &text\_len, &text\_starting\_addr, pgm.address);

    fprintf(record\_ptr, "\nE^%06X", program\_obj\_staring\_addr);

    printf("Computing Program Length");

    int program\_length = location\_ctr - program\_obj\_staring\_addr;

    fseek(record\_ptr, 16, SEEK\_SET);

    fprintf(record\_ptr, "%06X", program\_length);

    fclose(pgm\_ptr);

    fclose(optab\_ptr);

    fclose(symtab\_ptr);

    fclose(record\_ptr);

    fclose(temp\_ptr);

    printf("\nRemoving temp file");

    remove("op/temp.txt");

    printf("\n\nOne Pass Assembler done...");

}

**Input**

**source\_code.txt**

\*\*      START   2000

\*\*      LDA     FIVE

\*\*      STA     ALPHA

\*\*      LDCH    STRING

\*\*      STCH    C1

ALPHA   RESW    1

FIVE    WORD    5

STRING  BYTE    C'HELLO'

C1      RESB    1

\*\*      END     \*\*

**optab.txt**

LDA 00

LDX 04

ADD 18

COMP 28

DIV 24

JEQ 30

JGT 34

JLT 38

LDCH 50

MUL 20

RD  D8

STA 0C

STCH 54

STX 10

SUB 1C

TD  E0

TIX 2C

WD  DC

JSUB 48

RSUB 4C

J   3C

STL 14

**Output**

**Output**

![](data:image/png;base64,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)

**symtab.txt**

ALPHA     200C

FIVE      200F

STRING    2012

C1        2017

**record.txt**

H^    \*\*^002000^000018

T^002000^0C^000000^0C0000^500000^540000

T^002004^02^200C

T^002001^02^200F

T^00200C^03^000005

T^002007^02^2012

T^002012^05^48454C4C4F

T^00200A^02^2017

E^002000